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Abstract: In some domains, the applicable safety standards prescribe process-related requirements. Essential pieces of evidence for compliance assessment with such standard are the compliance justifications of the process plans used to engineer systems. These justifications should show that the process plans are produced in accordance with the prescribed requirements. However, providing the required evidence may be time-consuming and error-prone since safety standards are large, natural language-based documents with hundreds of requirements. Besides, a company may have many safety-critical-related processes to be examined.

In this paper, we propose a novel approach that combines process modeling and compliance checking capabilities. Our approach aims at facilitating the analysis required to conclude whether the model of a process plan corresponds to a model with compliant states. Hitherto, our proposed methodology has been evaluated with academic examples that show the potential benefits of its use.
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1 Introduction

The production of safety-critical systems is regulated by safety standards, which in some domains prescribe processes-related requirements. Those requirements suggest proved procedures and methods as well as specific characteristics of the process that aim at increasing the safety of the engineered systems. For compliance assessment with such standards, complete and convincing justifications, which show that the process-oriented requirements are fulfilled within the planning of the development process, are required [GUC18]. To support the production of compliance justifications, compliance checking reports can be used, since they facilitate the auditor’s job in detecting the defects of the inspected processes [JAMS17]. However, their manual production may be time-consuming and prone-to-error since they require that process engineers check hundreds of requirements based on the information provided by process specifications, which may be large and complicated.

Modeling languages are available to give process engineers the means to generate process models and management tools to control them [FD14]. In particular, SPEM 2.0 (Systems & Software Process Engineering Metamodel) [OMG08] is a well-defined standard that is used to model engineering processes. In addition, SPEM 2.0 provide support for Safety-oriented Pro-
cesses Lines Engineering (SoPLE) [GSJ12], which is an approach that facilitate the reuse of process-related elements. However, the model of a process is not enough to prove compliance. The reason is that process compliance is not only related to the structure of a process, but also what the tasks in a process do and their effects in the general process behavior [HGW12]. Therefore, we intend to provide an additional layer of confidence by offering a logic-based framework that facilitates the reasoning from standards requirements and the processes they regulate. For this, we have selected Formal Contract Logic (FCL) [Gov05]. FCL permits to encode rules as conditionals in which the antecedent is read as a property of a state of affairs, and the conclusion has a deontic nature, i.e., notions regarding the obligatory, the permitted and the forbidden. FCL is based on defeasible logic [Nut01], which contrary evidence defeats earlier reasoning, allowing the management of inconsistencies. A set of process-related requirements encoded in FCL can be used to automatize the compliance checking of a given process model. Reasoning with FCL rules is possible with Regorous [Gov15], a compliance checker available on the shelf, which provides traceable conclusions [SGN07].

In this paper, we propose a novel approach for facilitating automatic checking of processes against safety standards that combines: 1) process modeling capabilities for representing systems and software process specifications, 2) normative representation capabilities for adequately encoding the requirements prescribed by the safety standards, 3) compliance checking capabilities to provide the analysis required to conclude whether a process model corresponds to the model with compliant states, and 4) process-line modeling capabilities to systematize the reuse of process-related information. Hitherto, our proposed methodology has been evaluated with academic examples that show the potential benefits of its use.

The rest of the paper is structured as follows. Section 2 recalls essential background information. Section 3 presents related work. Section 4 presents the research summary. Section 5 presents preliminary results. Finally, Section 6 presents the concluding remarks and next steps.

2 Background

This section introduces essential background required by the current research.

2.1 Process-based Compliance

Process-based standards provide detailed guidance, in the form of best practices, that is used by regulatory bodies to tell suppliers what to achieve, and how [VBG06]. Such standards prescribe a safety lifecycle, which describes specific activities related to assuring the safety of the system [IEC15]. One of the key pieces of evidence for process-based compliance management is the safety plan, which represents that a plan has been conceived and documented. However, the provision of the safety plan is not sufficient during the compliance assessment process. A compliance justification in terms of, e.g., a compliance checking report, should also be provided to show that the safety plan complies with the requirements [GUC18]. Both, safety plan and compliance justification, should be agreed upon at the beginning of the project between the regulatory body and the applicant [BBC10] and used to manage the execution of safety activities during the engineering of safety-critical systems.
2.2 Safety Standard ISO 26262

ISO 26262 [ISO18] addresses functional safety in automotive. ISO 26262 introduces the notion of Automotive Safety Integrity Level (ASIL), which represents a criterion to specify the item’s necessary safety requirements needed to ensure a certain level of confidence. ISO 26262 specifies a safety lifecycle that comprises the entirety of phases from concept through decommissioning of the system. ISO 26262 is structured in several parts that contain clauses. The first three clauses, which are similar in all the parts of the standard, only have an informative nature. Clause 4 is of particular importance since it describes two compliance conditions required along with all the standard: the general requirements for compliance, and the interpretation of tables. The rest of the clauses states the objectives, general information of the clause, inputs for the clause, requirements, and recommendations to be fulfilled, and the work products that are to be generated. Notes are also included, but they have informative character. The requirements and recommendations section describes not only the activities and the tasks required during the engineering process but also the specific conditions required for compliance.

2.3 Software & Systems Process Engineering Metamodel 2.0

SPEM 2.0 [OMG08] is a standard that describes Method Content (knowledge base of reusable elements) and Processes. Some elements of SPEM 2.0 are depicted in Table 1. A task definition is an assignable unit of work which has expected input/output work products. When a task is assigned to a process, it is called Task Use. Guidance provides additional descriptions to method content elements. Custom Category is a way to organize elements. A Delivery Process is an integrated approach for performing a project. SPEM 2.0 supports variability management, e.g., Contributes, which allows extending a base in an additive fashion without altering its existing properties. The open-source tool EPF (Eclipse Process Framework) Composer [Ecl], implements UMA (Unified Method Architecture), a metamodel that exhibits a good coverage of SPEM 2.0 concepts. Also, EPF Composer has a proprietary activity diagram which partially generates the execution semantics of a defined process, and permits the importing and exporting libraries with projects (a.k.a. plugins) allowing reusability.

Table 1: Subset of icons used in SPEM 2.0 [OMG08].

<table>
<thead>
<tr>
<th>Task Definition</th>
<th>Task Use</th>
<th>Work Product</th>
<th>Guidance</th>
<th>Custom Category</th>
<th>Delivery Process</th>
</tr>
</thead>
<tbody>
<tr>
<td><img src="image" alt="Task Definition" /></td>
<td><img src="image" alt="Task Use" /></td>
<td><img src="image" alt="Work Product" /></td>
<td><img src="image" alt="Guidance" /></td>
<td><img src="image" alt="Custom Category" /></td>
<td><img src="image" alt="Delivery Process" /></td>
</tr>
</tbody>
</table>

2.4 Safety-oriented Process Line Engineering

Safety-oriented Process Line Engineering (SoPLE) [GSJ12] is a methodological approach that permits process engineers to systematize the reuse of process-related information. Two phases conform SoPLE. The first phase is aimed at engineering reusable safety process-related commonalities and variabilities. The second phase is aimed at engineering single safety processes via the selection and composition of the reusable process elements. Currently, SoPLE is supported by the integration of EPF Composer [Ecl], which is used to model the base processes,
and Base Variability Resolution (BVR) Tool [HØ14], which allows users to bind the conceptual representation of the variable elements. The integration of EPF Composer and BVR Tool is described in more details in [JG18].

2.5 Defeasible Logic

Defeasible logic [ABGM00] is a rule-based logic that provides reasoning with incomplete and inconsistent information. A defeasible theory is a knowledge base in defeasible logic, which contains: a) facts: indisputable statements; b) strict rules: rules in the classical sense, whenever the premises are indisputable, so is the conclusion; c) defeasible rules: rules that can be defeated by contrary evidence; d) defeaters: rules used only to prevent conclusions; e) superiority relation: a relation among rules used to define priorities. Formally, \( r: A(r) \rightarrow C(r) \), a rule \( r \) consists of an antecedent \( A \), the consequence of the rule \( C \), and the rule \( \rightarrow \) = \{ \( \rightarrow \) (strict), \( \Rightarrow \) (defeasible), \( \sim \Rightarrow \) (defeater) \}. A defeasible proof requires that we: a) Put forward a supported rule for the conclusion we want to prove; b) consider all possible reasons against the desired conclusion; and c) rebut all counterarguments, by either showing that some premises of the counterargument do not hold, or another argument defeats the argument.

2.6 Formal Contract Logic

Formal Contract Logic (FCL) [Gov05] is a language based on defeasible logic (described in Section 2.5) and deontic logic of violations [GR06]. An FCL rule is represented as follows:

\[ r : a_1, \ldots, a_n \Rightarrow c, \]

where \( a_1, \ldots, a_n \) are the conditions of the applicability of the norm, and \( c \) is the normative effect. Normative effects can be of two types. One type describes the environment in which the process will be executed (constitutive rules). The second type triggers deontic effects, such as Obligations, which are mandatory situations, Prohibitions, which are forbidden situations and Permissions, which are allowed situations. In addition, if something is permitted the obligation to the contrary does not hold. There are different types of normative effects, as presented in Table 2. An obligation that has to be obeyed during all instants of the process is called Maintenance, while obligations that only require to be fulfilled once are called Achievement. An achievement obligation is Preemptive if it could be fulfilled even before the obligation is in force. Otherwise, it is Non-Preemptive. If the obligation persists after being violated, it is considered Perdurant. Otherwise, it is a Non-Perdurant.

2.7 Compliance by Design Approach

Compliance by design [LSG07] is an approach in which compliance of a process with a set of rules is verified during process design. For applying this approach, process traces, which are sequence of tasks in which a process can be executed, should be defined. Moreover, semantic annotations, which are functions that describe the environment in which a process operates, are required. In particular, two types of functions are necessary. The function \( Ann(n,t,i) \), which returns the state of a trace \( n \) obtained after a task \( t \), in the step \( i \). The function \( Force(n,t,i) = \{ o \} \) associates to each task \( t \) in a trace \( n \), in the step \( i \) a set of obligations \( o \).
Table 2: FCL rule notations [Gov05]

<table>
<thead>
<tr>
<th>Notation</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>P</td>
<td>P is permitted</td>
</tr>
<tr>
<td>[OM]P</td>
<td>There is a maintenance obligation for P</td>
</tr>
<tr>
<td>[OAPP]P</td>
<td>There is an achievement, preemptive, and non-perdurant obligation for P</td>
</tr>
<tr>
<td>[OANPP]P</td>
<td>There is an achievement, non-preemptive and perdurant obligation for P</td>
</tr>
<tr>
<td>[OAPNP]P</td>
<td>There is an achievement, preemptive and non-perdurant obligation for P</td>
</tr>
<tr>
<td>[OANPNP]P</td>
<td>There is an achievement, non-preemptive and non-perdurant obligation for P</td>
</tr>
</tbody>
</table>

2.8 Regorous

Regorous [Gov15] is a compliance checker, which assists process engineers during the design of the processes with mapping regulations to specific process and process steps, so that processes can be designed or re-designed in a compliant way. Regorous is the result of the implementation of the compliance by design approach, recalled in Section 2.7. To check compliance of an annotated process model against a relevant normative system, the procedure executed is the following:

1. Generate an execution trace of the process.

2. Traverse the trace. For each task in the trace, cumulate the effects of the task. Use the set of cumulated effects to determine which obligations enter into force at the current task. Add the obligations obtained from the previous step to the set of obligations carried over the previous task. Finally, determine which obligations have been fulfilled, violated or pending, and if there are violated obligations, check whether they have been compensated.

3. Repeat for all traces.

An obligation can be terminated if the deadline is reached, the obligation has been fulfilled, or if the obligation has been violated and it is not perdurant. A process is fully compliant if all its traces are compliant (all obligations have been fulfilled, or if violated, they have been compensated). A process is partially compliant if there is at least one trace that is compliant.

2.9 Specification Patterns

The specification patterns, formulated by Dwyer et al.’s [DAC98], are “generalized descriptions of commonly occurring requirements on the permissible state sequence of a finite state model of a system.” A selected set of Dwyer et al.’s patterns is presented in Table 3. The reader may refer to [San] to see the complete set of patterns with their entire descriptions. Each pattern has a scope, which is the extent of the program execution over which the pattern must hold. The types of scope that we consider in this paper are: global, which represent the entire program execution, before, which includes the execution up to a given state, and after which includes the execution after a given state.
Table 3: Dwyer’s specification patterns [DAC98]

<table>
<thead>
<tr>
<th>Name</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Absence</td>
<td>A given state P does not occur within a scope</td>
</tr>
<tr>
<td>Existence</td>
<td>A given state P must occur within a scope</td>
</tr>
<tr>
<td>Universality</td>
<td>A given state P must occur throughout a scope</td>
</tr>
<tr>
<td>Precedence</td>
<td>A state P must always be preceded by a state Q within a scope</td>
</tr>
<tr>
<td>Response</td>
<td>A state P must always be followed by a state Q within a scope</td>
</tr>
</tbody>
</table>

3 Related work

Compliance to standards is a matter of decision-making. Supporting that decision-making process requires the provision of the right level of abstraction of the boundaries prescribed by the standard in a way that the conditions for compliance can be evaluated. In [ESM17], the authors propose a semi-automatic compliance process to support the definition of a formal specification of software requirements. In [KWWR16], the authors present an approach to reason about the correctness of the process structure, which is based on the combination of CTN (Composition Tree Notations) [WTR11] and Description Logic (DL). Similarly, in [PB18] and [SK12] approaches for enabling the definition process capability levels, according to ISO/IEC 15504 and CMMI (Capability Maturity Model Integration) v1.3 [SEI10] are presented. In [Bon18], the author presents a formalization of data usage policies in a fragment of OWL (Web Ontology Language) [OWL]. All the previous approaches, consider the use of DL to reason about the compliance of the process structure. One of the problems of DL, as presented by [Bor96], is its relative expressiveness, which makes more difficult the modeling of certain concepts. Besides, the previous approaches only consider the analysis of the process structure. Instead, our approach considers the use of a mechanism that permits the recording of the information that represents the effects caused by the tasks, which is called compliance effects annotation. This mechanism is not only useful for checking the compliance of a process structure, but also its behavior. Other difference, we have included in our approach, is the use of a SPEM 2.0-compatible software process modeling language.

SPEM 2.0 community is interested in addressing checking and monitoring capabilities. In [BCCG07], the authors propose a framework that uses LTL (Linear Temporal Logics) on top of SPEM 2.0 for adding the ability to monitor and control a real process according to its defined process model. The methodology provided in [BCCG07] is also used in [GDBB17], to ensure process compliance during execution time. The work presented in [RGSR10] aims at facilitating the checking of constraints that can be defined as part of a specific process model by using SWRL (Semantic Web Rule Language) [HPB04]. The approach in [RGSR10] is also used in [VGS12], to permit that the description of IT (Information Technology) process models are checked with the constraints provided by the business perspective. An approach for representing SPEM 2.0 process models in DL, to provide process analysis such as reasoning and consistency checks, is presented in [WJJ06]. The generation of the tailored process, in the automotive domain, is done by using ontologies created in OWL, which outputs are transformed into SPEM 2.0 process models [JKK11]. Our approach combines the capabilities for modeling
standard’s requirements, plus customization of preexisting modeling concepts to generate a centralized compliance-related knowledge base. Besides, we add a layer of confidence by considering the use of methods that allow us to derive proofs of compliance. However, we do not use semantic web methods for deriving our proofs since they are computational methods that deal with ontologies and rules, whose combination could be undecidable [HKR09].

Approaches for compliance checking have been widely studied in the business context. For instance, in [GMP06], the authors propose to capture high-level policies with a compliance metamodel called REALM (Regulations Expressed As Logical Models), to support the formalization of compliance requirements in Real-time Temporal Object Logic [GLM+05]. In [KRG07], an object life cycle approach is used to generate a set of actions for the generation of process models, in which the order of the model of the process actions is determined and then combined into process fragments that are connected to decision and merge nodes. In [DCM+09], the authors propose a Service Oriented Architecture-based compliance governance, called COMPAS, to define compliant process fragments. In [ADW08], authors propose a compliance checking method for business process models, in which norms are expected to be modeled in BPSL (Business Property Specification Language) and then formalized in LTL (Linear Temporal Logic). In [LGRD08], the authors propose a solution for ensuring compliance by using a formal language for specifying a subset of business rules and the necessary mechanisms for parsing the constraints and ensuring compliance of process management systems. There are also compliance checking frameworks that combine the modeling capabilities provided by BPMN (Business Process Model and Notations) [Obj11] and Temporal Logics for the modeling of regulations, e.g., [STK+10], and [El 12]. In our approach, we are using a similar methodology that those previously presented. However, we do not use Temporal Logics for creating the formal specification of the standards requirements since such logic is not able to provide conceptually sound representations of the regulatory requirements governing a process [GH15].

4 Proposed Research

In this section, we present the research methodology used. Then, we present the motivation and the goals of our intended research.

4.1 Research Methodology

Our research methodology, which was inspired in the research methodology for information systems research proposed in [PTRC07], consists of three main stages.

1. **Research Initiation**: Defines the overall research. In this stage, we identify and motivate the problem and define the main goal. The resources required in this stage include the knowledge of state of the art and the state of the practice. A problem formulation, which describes the main problem and formulates a motivation about the need to solve it, and an overall research goal, which is designed to address the main problem, are produced.

2. **Research Development**: Supports the achievement of the main goal. Initially, we identify a sub-problem and define a subgoal, which should describe a specific problem and justify
the value of a solution. Later, we design and develop a solution artifact, i.e., constructs, models, methods, or instantiations, new properties of technical, social, and/or informational resources, that solves the specific problem. Within the artifact, its desired functionality, architecture and actual development have to be described. Then, the demonstration, which could involve the use of the artifact in experimentation, case study, proof or other appropriate activity, is carried out. These four steps are repeated for every research goal. Every iteration may finish in a global activity called communication, in which the problem and its importance, the artifact, its utility and novelty, the rigour of its design, and its effectiveness is communicated to the research community and practitioners.

3. Research Finalization: Compile the project. We integrate the solutions of the subgoals and validate the overall research contribution, namely, we observe how well the artifact produced solves the overall problem.

4.2 Motivation

Companies aiming at complying with process-based safety standards should adapt their practices, and provide evidence that demonstrates the fulfillment of the requirements. In particular, compliance checking of process plans against safety standards is a mechanism that can be used to demonstrate the adherence of the safety plan to the standard requirements regarding processes. The result of this demonstration, which can take the form of a compliance checking report, can support the provision of the compliance justification, which is required during the interaction with the certification bodies in the planning phases. Compliance checking may involve several steps. Initially, a process engineer should know and understand the range of the criteria provided in the standard’s requirements. Then, a careful examination of the process description and the interactions between process elements should be done to identify whether the elements involved in the planning of the process conforms to the standards prescriptions. Fulfilled requirements can be considered checkable for compliance. However, the checking mark is not enough. It is expected that a compliance checking report informs not only the fulfillment of the requirements but also what is the evidence collected that demonstrates that the process satisfies the requirements. Thus, information regarding the identified elements is also considered evidence that demonstrates compliance and should be documented within the checking mark, to produce a proper compliance checking report. The process engineer can use the compliance checking report to identify areas in the process that are uncompliant and, if needed, improve the process. The improvement can be made by modifying or deleting existing process elements, or by adding new process elements, according to the compliance checking report recommendations. However, improving some process elements may affect the behavior of others, resulting in new uncompliant situations. Therefore, complete re-checking may be required. Once fully compliance is reached, the compliance checking report itself can be used as the evidence required for the certification bodies to justify process compliance. However, manually performing all the steps described before can be time-consuming and prone-to-error since standards are large documents with hundreds of process-related requirements. Besides, a company can have many safety-critical-related processes to be checked. Thus, support for automated compliance checking may be of interest to facilitate the production of compliance checking reports required during planning phases.
4.3 Research Goals

Given the research motivation presented in Section 4.2, we formulate our overall research goal as follows:

*Provide an approach that facilitates compliance checking of the processes used to engineer safety-critical systems against the standards mandated (or recommended) in the safety-critical context.*

In order to address the overall research goal, we define concrete subgoals that address specific challenges. The subgoals are described as follows:

1. Elicit the requirements to be met to support the automation of process-based compliance checking in the safety-critical context.
2. Identify methodologies that contribute to automate the compliance checking of planned process against process-based safety standards.
3. Facilitate the creation of formal specifications of the process-based requirements prescribed by safety standards.
4. Analyse existing methodological approaches that could be used for increasing efficiency in process compliance.

5 Preliminary Results

Hitherto we have achieved five technical contributions, which we describe in this section.

5.1 Conditions for Checking Compliance in the Safety-Critical Context

As presented in Section 4.2, automatizing the compliance checking is considered useful to facilitate the procurement of the compliance justification report required during the planning phases. For facilitating this task, we have selected the compliance by design approach (recalled in Section 2.7). As the definition recalls, for performing compliance by design we need to model two components: the model that describes the norms, which will be propagated into the model that describes the process. This propagation is possible by a mechanism called compliance effects annotation. This mechanism consists of recording the information that represents the effects caused by the tasks that are aligned with the requirements influences. Giving this appreciation, we could assume that the compliance effects unlike other effects caused by the process tasks, corresponds to the permissible states allowed by the standard’s requirements. The permissible states trigger other (possible) permissible states that describe a model with compliant states. When permissible states are possible to be annotated into a process model, the requirements that represent are considered to be checkable for compliance, because they can occur in the process model. Thus, we can assign a boolean function to the requirements that is true when it occurs and false otherwise. Based on the previous reasoning, we have defined the conditions for automatically checking compliance in the safety-critical context as follows: *Automatic compliance checking*
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of a safety plan involves the annotation of the process elements defined to manage and guide the execution of safety activities with compliance effects, which correspond to the permissible states provided by the standards requirements, to describe a model with standard-compliant states. These conditions require the association of three components as depicted in Figure 1. The first component is a language to model processes that provides not only the process modeling capabilities but also the annotation capabilities that allows the enrichment of process tasks with compliance effects. The second component is a language to encode requirements that provides normative representation capabilities, to permit the interpretation of the standard’s requirements in an adequate machine-readable form, and the generation of the permissible states that will be used as the compliance effects required for the annotation process. Finally, the third component is a compliance checker that provides the reasoning capabilities necessary to conclude whether the annotated process model corresponds to a model with compliant states. This contribution is presented in [Cas19].

Figure 1: Required Components for Automating Compliance Checking.

5.2 Automated Compliance Checking Vision

Our compliance checking vision (see Figure 2), which has the potential to automatize the compliance checking in the safety-critical context, considers the combination of the tool-supported methodological approaches that provide the required capabilities described in Figure 1. In particular, the vision includes the provision of a compliance rule base in FCL (recalled in Section 2.6), which provides the normative representation capabilities required for annotating the process models and check compliance. Moreover, we include EPF Composer, which provides the SPEM 2.0-like process modeling and annotation capabilities (as recalled in Section 2.3), as well as a basic platform for FCL rule edition. Finally, we include Regorous (recalled in Section 2.8), which provides reasoning capabilities with FCL rules required for compliance checking. The vision also includes two main roles, i.e., a process engineer, who should support the interpretation of the standards requirements, model, annotate the process, and analyze the compliance report, and the FCL expert, who should interpret standard’s requirements and formalize them in FCL.
The tool-support previously described is conceived in three steps. First, we consider the definition of the mechanisms to annotate process models, to support the process engineers. Then, we consider the definition of the facilities required for editing FCL rules to produce the rule set supporting FCL experts. Finally, we created the mechanisms to ensure EPF Composer and Regorous compatibility. These mechanisms consist of a series of transformations that take the models produced by EPF Composer and convert them into the models that Regorous can process. During the production of the transformations, we realize that the tool-support provided by Regorous is not process modeling language agnostic, as the Regorous methodology. In particular, Regorous depends on a specific process modeling language, i.e., BPMN (Business Process Model and Notation) to produce the compliance report. We need to detach the compliance report from the modeling language to be able to backpropagate the compliance results into EPF composer. The result of this discovering is that Regorous has entered a refactoring period, from which we expect to concretize our automated compliance checking vision in the future. This contribution is presented in [CGU18b, CGU18a].

5.3 ISO 26262-related Compliance Patterns Definition

Formalizing safety requirements in FCL is not an easy task, since it requires skills, which cannot be taken for granted. For this issue, patterns could represent a solution. In particular, Property specification patterns (as recalled in Section 2.9) were created to ease the formalization of systems requirements for finite state system model verification. We follow property specification patterns style, to draw a general definition of safety compliance pattern as follows: **Safety compliance patterns describe commonly occurring normative safety requirements on the permissible state sequence of a finite state model of a process plan.** With this definition, we developed the mapping between specification patterns and safety compliances patterns. In this mapping, the state of the obligation imposed to an element in the process is considered in a similar way as the presence of a state in a system, and that the scope corresponds to the interval in a process when the obligations formulated by the pattern are in force. For the identification of ISO 26262-related compliance patterns, we have delineated five methodological steps, which are depicted in Figure 3, by using SPEM 2.0 elements (recalled in Table 1).
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The first step consists of the selection of a recurring structure in the standard since, as recalled in Section 2.2, safety requirements in ISO 26262 have implicit and explicit structures. The second step is the description of the obligation for compliance described in the requirement. The third step is the pattern description, based on similar (or a combination of) behaviors of the property specification patterns described in Section 2.9. This description is contextualized to safety compliance, based on the mapping previously done. In this step, we also assign a name for the safety compliance pattern, which reflects the related obligation for compliance. The fourth step is the definition of the scope of the pattern, which we also based on the scopes defined to the property specification patterns. The fifth step is the formalization in FCL. To formalize the pattern, the scope defined for the pattern requires being mapped into the rule notations provided by FCL. Therefore, a *global scope*, which represents the entire process model execution, can be mapped to *maintenance obligation*, which represents that an obligation has to be obeyed during all instants of the process interval. A *before scope*, which includes the execution of the process model up to a given state, can be mapped to the concept of *preemptive obligation*, which represents that an obligation could be fulfilled even before it is in force. An *after scope*, which includes the execution of the process model until a given state, can be mapped to the concept of *non-preemptive obligation*, which represents that an obligation cannot be fulfilled until it is in force. It should be noted that, in safety compliance, it is possible to define exceptions for the rules. Therefore, if the obligation admits an exception, the part of the pattern that corresponds to the exception is described as a permission. The obligation, to which the exception applies, is modeled as *non-perdurant*, since the permission is not a violation of the obligation, and therefore the obligation does not persist after the permission is granted. In this case, the obligation and the permission have contradictory conclusions, but the permission is superior since it represent an exception. This contribution is presented in [CG17a].

5.4 Methodological Guidelines for Formalizing ISO 26262

To be able to formalize effectively, we consider that doing a pre-processing of ISO 26262 (referred in Section 2.2) was a necessary task. The pre-processing, which is depicted in Figure 4, includes three tasks. Initially, we identify the essential normative structures, namely those structures that define the safety process to be adopted for developing the cars safety-critical systems. Then, we identified the repetitive structures of the standard that can be considered Safety Compliance Patterns. With the identified Safety Compliance Patterns, we create templates to consolidate a reusable knowledge base for future formalization jobs. Finally, the knowledge gathered in the pre-processing is used to define a methodological guideline for facilitating the formalization of normative clauses in ISO 26262. This contribution is presented in [CGG18].

From the pre-processing tasks described above, we got an understanding of what to formalize.
and how we could proceed in the formalization process. The parts to be formalized are those that determine the safety lifecycle, namely, those clauses that start from Clause 5 in every part of the standard ISO 26262. As Figure 5 depicts, initially, the given context of the phase, which is described in the safety standard, should be understood. For this, the reading and the analysis of the objectives and the main general information of the clause to be formalized are required. Then, the formalization process initiates with the prerequisites and followed by the title. After, one requirement is selected from the list of Requirements and Recommendations. We suggest that the requirements are selected in the order they are presented and that the rules are named following the requirement numeration to ensure consistency and traceability. During the formalization of the requirements, Safety Compliance Patterns templates could be used to facilitate this task. However, if there are no templates, brainstorming sessions are required. The brainstorming session can be carried out in different ways, but the most relevant is that the group takes one requirement at the time, discuss its importance in the compliance process (e.g., related requirements or permits for tailoring), divide the requirement into smaller sentences that have only one idea, and discuss every sentence. Finally, when all requirements available in Requirements and Recommendations are covered, the work products can be formalized.

5.5 Logic-based Framework for Enabling Reuse of Compliance Proofs

Safety-oriented Process Line Engineering (SoPLE) (recalled in Section 2.4), permits process engineers to systematize the reuse of process-related information. However, to argue about or prove compliance, SoPLE is not enough. Therefore, we intend to provide a layer of confidence by offering a logic-based framework that enables formal proofs of compliance. To do that, we
build on top of results stemming from the legal compliance and business process-related community. Specifically, we use defeasible logic formalisms (recalled in Section 2.5), which permit efficient reasoning with incomplete and inconsistent information, a typical scenario in normative systems. Our approach, which is called SoPLE&Logic-basedCM, is depicted in Figure 6. As Figure depicts, a process engineer is expected to: 1) Model a SoPL, which includes manually modeling the skeleton of the process sequence; 2) Formalize the standards rules, select the set of rules that overlap, and analyze the compliance of the SoPL commonalities with the overlapping rules; and 3) Analyze the effects of the tasks that contribute to the variabilities in the standard-specific process. This contribution is presented in [CG17c, CG17b].

![Figure 6: SoPLE&Logic-basedCM Framework.](image)

### 6 Conclusions and Next Steps

This section presents concluding remarks and next steps in the research.

#### 6.1 Conclusions

In this paper, we present a proposal for providing an approach that facilitates automated compliance checking of the process plans against the standards mandated (or recommended) in the safety-critical context. For reaching this goal, we have defined the conditions for automatically checking compliance based on the application of the compliance by design methodology. The definition of these conditions, allow us to proposed an automated compliance checking vision that suits the needs in the safety-critical context. The compliance checking vision combines: 1) process modeling and process annotation capabilities that are required for defining process models checkable for compliance, 2) normative representation capabilities that permit the interpretation of the standards requirements in an adequate machine-readable form, and the generation of the compliance effects, which are the permissible states required for the annotation process, 3) reasoning capabilities necessary to conclude whether an annotated process model corresponds to the model with the compliant states described in the standards requirements, and 4) process-line modeling capabilities to systematize the reuse of process-related information. These capabilities are tool-supported. SPEM 2.0 (Software and Systems Process Engineering Models Metamodel)
Metamodel)-like implementation, called EPF (Eclipse Process Framework) provides the modeling and annotation capabilities. FCL (Formal Contract Logic) provides the normative representation capabilities. Regorous provides compliance checking capabilities. In addition, the combination of EPF Composer and BVR (Base Variability Resolution) provides the process-line modeling capabilities. To support the compliance checking vision, we identified the essential elements required to generate process models checkable for compliance in SPEM 2.0-like process models, and the transformations necessary to automatically generate the models that can be processed by Regorous. Hitherto, our proposed methodology has been evaluated with academic examples that show the potential benefits of its use. Our work represents a novelty in process-based compliance in the safety-critical context, which may contribute to increasing efficiency, via automation, and confidence, via formal checking. It also contributes to cross-fertilize previously isolated communities, i.e., the safety-critical and the legal contexts.

6.2 Next steps

The results of our thesis can be improved in several directions. Here, we present the suggested areas of research in the future.

- The mapping of regulations to the process tasks, i.e. the annotation of the compliance effects, is done manually, by deducing the effects that can eventually be caused by the tasks in the general compliance status. When the processes are small, this mapping is straightforward. However, when processes are extensive, the mapping may be difficult to achieve. Therefore, methodologies and tactics should be investigated so that the process annotation does not become a burden for the application of the compliance checking approach.

- The automated compliance checking vision, described in this paper, only permits that the analysis of compliance is performed in the sequence of tasks assigned to a process plan. However, a process plan is not only comprised by tasks but also it contains other process elements, such as roles and work products. We aim at extending our approach for permitting that compliance effects annotated to process elements beyond tasks are also included in the analysis of compliance.

- The compliance checking methodology used in our approach is, undoubtedly, process modeling language agnostic. However, the current tool-support lacks agnosticism, i.e., it depends on a specific modeling tool to provide compliance checking results. This characteristic impedes the back-propagation of the compliance results in our selected process modeling language. Therefore, we need to investigate methods and strategies that allow us to represent the compliance checking results in an agnostic way so that we can concretize our compliance checking vision.

- We have limited our analysis of patterns and methodological guidelines to the functional safety standard ISO 26262. This restriction may also limit the applicability of our approach. To expand our horizon, we need to generalize the use of patterns and methodological guidelines so that we can incorporate a wide range of standards. Therefore, comparative studies between standards and definition of generalized patterns, as well as standard-specific patterns could be investigated.
The reuse of proofs of compliance may increase efficiency and confidence in compliance checking. Thus, we aim at studying in deep the conditions that are required for compositionality of proofs of compliance. We also need to provide metrics for measuring increased confidence and increased efficiency.

Our work has only be evaluated with academic examples. Therefore, we require to further validating the approach with more complex cases, i.e., industrial cases.

We need to better situate our work in the context of the state of the art. Therefore, an extended and systematic literature review will be performed.

To augment the impact for our results, we plan to integrate our automated compliance checking approach to the platform created by the European project AMASS (Architecture-driven, Multi-concern and Seamless Assurance and Certification of Cyber-Physical Systems) [AMA16].
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